**软件需求分析与建模心得**
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写这份心得的时候，发现已经离项目暂时完工已经很长时间了。或许感受也没有之前那么深刻。

这学期从开学来到学校就一直忙着做师兄的项目，无暇听课和做自己的大作业。但是从师兄和师兄的师兄那里学到很多很多实际的项目开发经验。可惜的是，项目是一个失败的结局，在大二第一学期和寒假，项目基本没有动工，我作为其中一个成员，没有积极参与开发。而管理者也明显具有失误，没有调用团队的积极性。以至于项目的开发都基本集中到截止时间的最后一个月才开始疯狂赶工而最后也只能草草收尾。

鉴于原来的项目痛心的失败经验，我深刻明白了一个团队的领导者是如此的重要。一个没有领导的团队就是一盘散沙，大家朝着不同的方向前进着，最后整个团队还是在原点。

一个团队的领导者首先要让团队里的每一个人成员知道自己要做什么，为什么要做。

经历过的结局不太好的项目发现有几个原因。第一点是，自己不知道自己现在要做什么，以至于自以为是的认为自己一下就可以完成而往后推。但实际最后去做的时候发现根本做不完。第二个失败点是自己不知道要去做什么而为了面子又不愿向“上头”请教。

而之前自己独自做的拖控件生成配置文件的软件，实验室的老师、师兄的要求在不断变更，程序一改再改，曾一段时间恼怒不已，心中大喊一个软件变来变去干啥，为什么不一次性讲清楚！

第一次C++/MFC实现，为了速度几天就写了几千行代码，看似好像完成了，但最后修改的时候发现根本无法下手，自己都无法理解自己当初为什么这样写。程序已经变得不可维护了。第二次和师兄参加其他活动，就把那个软件弄到另一个项目中，改用C#/WPF实现，这样做的界面可以更轻易地做得很炫。WPF的从人的角度的高度抽象的软件开发更像是在组装一个程序，在用WPF开发界面后，对自己的建模设计能力有了一定的锻炼。第三次是这学期，当准备开始做自己的大作业时，实验室的软件需求变更再次来临时，我已经深刻体会到不认真的设计、不完备的思考的记录，最后必然导致举步维艰的维护。于是乎按照自己非系统学习过的乱七八糟的UML建模语言还是认真设计。最初在做这个程序时，不明白他有什么用，不知要该有什么功能，就草草开始了开发。很庆幸这学期开了《软件需求分析设计与建模》，当时讲课才讲到用例，也是第一次听到了“用例”这个名词，以前在书上见到的都是些零散的UML的类图，就傻傻地认为建模就是将类与类之间的继承关系描述出来时就好，而非继承关系的类之间的关系的描述，我也不知道如何描述，就纯文字再按照自己的想法画了些图。曾经有自己去看UML，但是最后还是不了了之。于是乎按照《UML和模式应用》中的用例分析，给实验室的软件写了许多用例，假象在各种场景下用户（老师和师兄）会怎样用，着实为自己找到了一些功能需求。

3月底，和师兄做的项目已经Deadline，实验室的软件也很快重写了。于是有时间实现自己的想法了。

为什么会有这款软件?

数据结构课上，老师给我们展示了一个很老的清华大学的数据结构演示Demo，有代码有动画，章节详细，是一个很好的数据结构教学软件。不过总觉得这款软件缺少什么。这款软件不能在上面写代码，只能看，不能动手，而且还有许多代码是伪代码，于是有人评论充其量不就是个Flash吧。确实，这个用Flash来做不就差不多嘛，不过年代比较久远，可能那时Flash还刚刚问世。于是我们想如果可以在里面自己写代码那就完美了！

中国学生缺的就是自己动手实践的能力，而且数据结构那么抽象，如果可以看到自己代码编写出来的数据结构的图形化形式，就能更好的理解数据结构了。于是就果断把这个作为数据结构大作业。当时组内只有杨旭瑜、罗嘉飞和我，后来罗嘉飞同学又继续拉上了安迪和杨明锦。于是我们组5人就一起上了贼船！

听杨旭瑜同学说道，广工的数据结构教学时学生写作业用的就是一款可以自己写代码而且可以显示数据结构。于是旭瑜和我专程去了广工看了广工的由老师带队做的数据结构写作业软件（不知如何称呼他们的软件）。他们的软件确实可以自己写代码，编译，而且也有图形化的数据结构。不过他们的专题性很强，要先选择一个数据结构的主题，然后程序会提示已经定义好的结构体是什么，函数的传入参数是什么。然后学生能在上面写的只有一个函数，例如，插入链表，就是只能写一个插入函数，而且函数原型系统都帮学生定义好了，传入一个链表的头结点和一个元素。学生自己不能改函数的定义，学生只能在这个函数中填入自己的代码，其他代码看不到。这样的限制太死了！一个程序绝不仅仅只是一个函数，这样的软件只会教坏学生！实践一个数据结构，自己竟然不能定义数据结构ADT，写程序就像在做填空题！不禁为广工的数据结构课程感到惋惜……使用了一会儿广工的软件后，也大概猜测出他的工作原理。不过他们的软件因为学生只能写一个函数，所以实现起来会比较容易，但对用户是不友好的。

于是构想，可以让用户把自己平时在VS、GCC里面编译过的代码直接粘贴到我们的程序上，就可以以图像的形式看到他自己编写的数据结构，这样更方便用户，也让用户更加真切地体会到真实的软件开发，而不是中国式的应试软件学习。

一开始觉得这样实现技术难度感觉很大，而且没什么头绪。于是想试验一下自己的想法，就花了一个晚上写了个《编译原理》课本讲的Tiny语言的基于语法树的解释器（因为那时编译原理还没看到代码生成，只懂语法分析，所以就这样实现），也实现了单步执行和运行时的变量信息显示。于是发现这样是可行的，就和罗嘉飞一起开始弄C语言的编译器，也开始将Tiny的语法树解释器修改为C语言的语法树解释器。鉴于C语言过于复杂，我们从中选取了足以描述算法和数据结构的语法，放弃实现一些语法，将C语言的文法进行了精简。就开始做自顶向下的语法分析器。

整个程序的架构还是比较经典的三层架构/MVC，界面层，控制器层和模型层。最底层中的编译器子系统也是很老的pipes and filters架构。整个程序析取了Microkernel架构，只想把最核心的功能做出来，其他的功能作为插件插入到系统中。而最核心的就是其中的编译器和虚拟机。其他的动画、内存信息、输出等等都应该作为插件。

最初做开发时用的界面是命令行的界面，和一个简易的图像界面，可以随意选择其中一个界面。程序的建模重点也主要在编译器和语法树解释器上。

后来编译原理学习到了代码生成，发现一个汇编虚拟机会比语法树解释器通用性更强。于是就改成先将C语言翻译成汇编，然后让汇编在汇编虚拟机中运行。这样的设计就可以让多种语言只要翻译成统一的汇编即可在虚拟机上运行。如此设计的系统的扩展性大大提高，也方便日后的系统扩充。

在之前的程序中，有两套词法器和语法器，为了切换方便就将语法器和词法器的抽象基类抽取出来，确实，面向对象中抽象、封装、继承、多态的思想，有时会帮助你去解决一些问题。

在动画模块的设计上，直接第一感觉就是工厂模式可以很好的解决这个问题。因为之前实践过，也在以前的项目中见过牛人师兄用来解决过类似的问题。后来证实，确实很好地完成的动画模块的设计。

而我很久以前留下的一个不知如何描述非继承的类之间关系的问题，终于在课上得到的答案。原来除了静态图，更重要的是像顺序图、活动图之类的动态图，以描述对象与对象间的协作关系，这样就可以很好地将自己的思想记录下来与人分享，也可以方便自己思考问题。

对于需求分析，在大一时无法理解何为需求分析这个词语是什么意思，不过上完这门课也总算有了个大概的认识。现在我们大多数开发的项目基本是需求都是没什么变更的，这时软件设计的好与坏可能并不那么容易体现出来。而真正的软件，他的需求是不断变更的。这时，就要求我们设计的软件能够欢迎变更，拥抱变更！我们需要花更多的精力去设计更加优美更加灵活的架构。

需求，用例描述着需求，用例驱动着软件开发。

架构是一个程序的骨架，设计得不好必然导致程序的畸形发展。现有的许多架构确实很优秀，但是有时他们真的适合我们吗？是生搬硬套像革命年代部分人拘泥于马克思主义的具体纲领，还是像毛泽东一样理论与实际相结合？

对于这门课的看法，对于有大量的项目经验的同学，这门课是提升自己重要课程；对于有一定项目经验的同学，这门课也是软件工程的第一扇门；对于缺少项目经验的，这门课沦入了毛概马哲之列。

不知为何在软件工程创建之初，软件工程是面向已经工作4年的程序员……